

  
    
            
        
      
      
        
          
        

        
          
            
          
        
        
          
            
              
                
              
            

            
              
                
                  Senest søgte
                

              

                
                  
                      
                      
                        
                      
                  

                
              
                Ingen resultater fundet
              

            

          

          
            
              

                
              
            

            
              
                Tags
              

              
                
                  
                      
                  
                
              

              
                

              

              
                Ingen resultater fundet
              

            

          

          
            
              
                
              
            

            
              
                Dokument
              

              
                
                  
                      
                  
                
              

              
                

              

              
                Ingen resultater fundet
              

            

          

        

      

    

    
      
        
          
        
      
              

                        
  
  

                
            
            
        
        Dansk
                        
          
            
            
              
                Hjem
                
                  
                
              
              
                Skoler
                
                  
                
              
              
                Emner
                
                  
                
              
            

          

        


        
          Log på
        
        
        
        
        
          

  





  
    
      
      	
            
              
              
            
            Slet
          
	
            
              
              
            
          
	
            
              
                
              
              
            
          
	
          

        
	Ingen resultater fundet


      
        
          
        
      
    

  







  
        
        
    
                
            
                
                    
    	
                                    
              Hjem
            
            








	
                          
                
              
                        
              Andet
            
            


                    Future Work
                

                                    
                        In document
                        
    Asynchronous Implementation of Virtual Channels in On-Chip
                        (Sider 65-76)

                    

                            
            
                                
                    starve all others forever, which is probably unacceptable in most networks.



5.7 Future Work


Due to the limited time available, some interesting implementation 
 alterna-tives and optimizations have been left out of the project. I will mention
 a few possibilities here as an inspiration for further research in the area of
 asynchronous NoC link implementations.



Purely Delay Insensitive


It was chosen in this project to use bundled data protocols in the link-ends
 to reduce circuits area and to avoid the burden of completion detection.


The use of bundled data protocols does however suffer from the same timing
 validation problems as synchronous circuits. A comparison of performance
 and cost of a similar but purely delay insensitive link implementation with
 the links presented here, would be an interesting subject for further research.


Such an implementation would reduce the need for timing analysis, which
 would improve support for automatized link and NoC generation.



Credit based link-level flow control


Implementation 3 has significant improved aggregated throughput compared
 to imp. 2, but this throughput can not be utilized by a single channel. As
 described earlier, this is a limitation caused by the decision not to include
 buffers in the link-implementations. The link has no knowledge of thenumber
 of empty output buffers on a channel — onlywhether or not at least asingle
 buffer is free. This means thatone flit at most may be on its way across the
 link at any time. Not until this flit has been injected to the output buffer,
 and that buffer has announced its willingness to accept another flit, can a
 new flit from that particular channel be sent off from the sending end of the
 link. If output buffers were included in the link implementation, information
 on free buffers(credits) could be pipelined in the opposite direction of the
 flits. This would allow a single channel to use the full throughput of the data
 pipeline, if the number of buffers and pipeline stages is balanced correctly.


The concept is illustrated in Figure 5.12. If a funnel-horn structure is used
in the credit handshake channels, the number of link wires will be reduced
from 2×W+ 2×N+ 2×log2(N) + 1 to 2×W+ 2×(2×log2(N) + 1), and
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Figure 5.12: Optimized pipelined link with credit system.


thereby removing the linear relation between number of virtual channels and
 number of link wires.



Low Level Optimizations


None of the circuits presented here have been subject to low-level 
 optimiza-tions since the goal was tocompare different implementation strategies, and
 not to come up with a single optimized solution. All circuits could 
 how-ever benefit from different forms of optimization, and I will mention a few
 possibilities here.


One way of improving the circuits is to implement critical parts of a design
 using custom design at device level. The C-element which is widely used in
 all link designs and currently implemented using a complex gate, would be
 an obvious choice for such an optimization.


In [32] is presented a design process for creating complete asynchronous
 circuits using custom layout for maximum performance. A family of FIFO
 control circuits called GasP, which is using this design process, is presented
 in [31]. These GasP circuits are used in the FLEETzero[7] chip mentioned
 earlier. Some impressive performance is shown for the FLEETzero chip.


With up to 1.55GDI/s on a 0.35µm technology, it indicates that there is
plenty of room for performance improvements of the circuits presented here.
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 All control circuits in the link designs use the 4-phase handshake protocol.


This protocol has redundant signaling which increase the latency and energy
dissipation[28]. The 2-phase handshake protocol, which has no redundancy,
does increase circuit complexity, but it may be viable in the link designs
because they contain no computation.



Chapter 6 Conclusion


Three asynchronous link designs for on-chip network have been presented.


For each design a customizable standard cell implementation has been 
 cre-ated. Customizability has been achived by embedding GNU m4 macro 
 defi-nitions and calls in the HDL files. With refinements this approach might be
 usefull for defining complete NoC implementations.


Via an extensive set of simulation trials, these implementations has been
 used to evaluate the link designs on cost and performance parameters. Which
 of the implementations to choose for a given on-chip network depends on the
 requirements for the system and properties of the technology in which the
 system is implemented. If only a few channels are needed on each link, and
 global interconnect is not the limiting factor in the system, then 
 implemen-tation 1 is the best choice. However, global interconnect is projected to be
 the limiting factor in future technology, and therefore imp. 1 will become
 infeasable.


If latency on link wires is short, imp. 2 will provide comparable 
 per-formance with imp. 3, but has a significantly lower cell area and energy
 consumption than imp. 3. When wire delay increases in the future, 
 per-formance of imp. 2 will degrade, and imp. 3 will become the best choice.


Implementation 3 can be used to provide differentiated service guarantees
 to the virtual channel on the link, as proposed. The drawback of 
 imple-mentation 3 consists in that a single channel can not utilize the increased
 throughput. This issue must be addressed.


In the two virtual channel implementations are cycle time and energy
 consumption increasing logarithmicly with the number of virtual channels
 on a link, whereas logic area and interconnect area are increasing linearly
 with the number of virtual channels. Since future technology will be wire
 limited, the linear increase of interconnect area represents a problem for
 implementation of large numbers of virtual channels. Given that this problem
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will be addressed, and that logic area will be a relatively cheap resource in
future technology generations, these results show that it will be possible to
implement a large number of virtual channels at a relatively low cost.



Appendix A



Design Flow Scripts


This appendix lists a few design-flow scripts. The rest is found on the 
 en-closed CD.



Project Makefile


CONFIG_FILE = config
 include $(CONFIG_FILE)


M4 = m4 $(shell awk ’{print "-D" $$0}’ $(CONFIG_FILE))
 SYNOPSYS_WORK = synopsys-work.tmp


SYNOPSYS_OUT = synopsys-out.tmp
 MODELSIM_OUT = modelsim-out.tmp
 DATA_DIR = data.tmp


SIMULATION_OUT = $(MODELSIM_OUT)/simulation-stdout.txt
 STATIC_FILES = c2.v c3.v c.v SRLATCH.v passivator.v \
 fork_pull.v join_pull.v arbiter_pull.v branch_pull.v


COMMON_FILES = $(patsubst %.v.in,%.v,$(wildcard *.v.in)) od_pull_lctl.v
 CHANNEL_FILES = $(patsubst %.v.in,%.v,$(wildcard channel/*.v.in))
 NOSYN_FILES = $(patsubst %.v.in,%.v,$(wildcard nosyn/*.v.in))
 DYNAMIC_FILES = $(COMMON_FILES) $(CHANNEL_FILES) $(NOSYN_FILES)
 TESTBENCH_FILES = tb.vhd sink.vhd source.vhd testbench.vhd


TESTBENCH_OUT = $(patsubst %.vhd,work/%/_primary.dat, $(TESTBENCH_FILES))
 LINK_FILES = $(patsubst %.v.in,%.v,$(wildcard link${LINK_IMPL}/*.v.in))
 SYN_FILES = $(LINK_FILES) $(COMMON_FILES) $(CHANNEL_FILES) $(STATIC_FILES)
 CLASS_FILES = $(patsubst %.java,%.class,$(wildcard java/noc/analysis/*.java))
 VSIM = vsim -L CORELIB8DHS -sdftyp /testbench/link1=$(SYNOPSYS_OUT)/link.sdf \
 -quiet +nowarnTSCALE -t ps "work.testbench(structure)"


#PETRIFY_TM=-icsc2 -rst1 -tm2 -tm_ratio1 -nolatch
 PETRIFY_TM=-icsc3 -tm2 -nolatch


all: link testbench
 verilog: $(SYN_FILES)
 testbench: $(TESTBENCH_OUT)
 work/%/_primary.dat: %.vhd tb.vhd
 vcom -93 $<


$(SYNOPSYS_OUT)/link.v: $(SYNOPSYS_WORK) $(SYNOPSYS_OUT) $(SYN_FILES)
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export DESIGN_FILES="{$(SYN_FILES)}" ; dc_shell -f compile.dcsh
 mv $@ $@.tmp; sed ’s/\\in\[\([0-9]\+\)\]/int_\1/g’ $@.tmp > $@


work/link/_primary.dat: $(SYNOPSYS_OUT)/link.v $(NOSYN_FILES)
 vlog $(SYNOPSYS_OUT)/link.v $(NOSYN_FILES)


link: work work/link/_primary.dat


debug: work link testbench data $(MODELSIM_OUT)


$(VSIM) -do "debug.do"


$(SIMULATION_OUT): work link testbench data $(MODELSIM_OUT) $(CLASS_FILES)


$(VSIM) -c -do "simulate.do" -std_output $(SIMULATION_OUT)
 java -cp java:lib/mysql-connector-java-3.0.11-stable-bin.jar \


noc.analysis.SimulationAnalysis $(SIMULATION_OUT) $(CONFIG_FILE)
 analysis: $(SIMULATION_OUT)


work:


vlib work


data: data.tmp data.tmp/in1.bin


power-report: $(SYNOPSYS_OUT)/link.v $(MODELSIM_OUT)/simulation.saif
 dc_shell -f report-power.dcsh


area-report: $(SYNOPSYS_WORK) $(SYNOPSYS_OUT) $(SYN_FILES)


export DESIGN_FILES="{$(SYN_FILES)}" ; dc_shell -f report-area.dcsh


$(MODELSIM_OUT)/simulation.vcd: $(SIMULATION_OUT)
 touch $@


$(MODELSIM_OUT)/simulation.saif: $(MODELSIM_OUT)/simulation.vcd
 vcd2saif -i $< -o $@ -keep_leading_backslash


%.class: %.java
 javac -d java $<


%.bin: $(CONFIG_FILE) $(DATA_DIR) generate-data.pl


./generate-data.pl $(CHANNEL_COUNT) $(DATA_WIDTH) $(DATA_DIR)/in%d.bin


%.tmp:


mkdir $@


%.g: %.stg


sed -e "/###/,$$ d" $< > $@


%.v: %.g


PETRIFY_LIB_PATH=../lib ; petrify -no $(PETRIFY_TM) -vl $@.tmp $<


sed -f fix-petrify-bugs.sed $@.tmp > $@


%.v: %.v.in $(CONFIG_FILE) macros.m4


${M4} $< > $@


%.vhd: %.vhd.in $(CONFIG_FILE) macros.m4


${M4} $< > $@


start: log db netlist
 log:


mkdir log
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db:


mkdir db
 netlist:


mkdir netlist
 clean:


rm -rf log db netlist work *.tmp $(DYNAMIC_FILES) $(LINK_FILES)
 ./run-sql.sh sql/clear.sql DUMMY



Stimuli data generator


#!/usr/bin/perl


$all_eager = 1;


if($#ARGV != 2) {


print "Usage: ./generate-data.pl <CHANNEL-COUNT> <DATA-WIDTH> <FILENAME>\n";


print "<FILENAME> should use %d to place the channel number in the name.\n";


exit 1;


}


$channel_count=$ARGV[0];


$data_width=$ARGV[1];


$file_name=$ARGV[2];


for ($i=1; $i<=$channel_count; $i++) {


$file = ">".sprintf($file_name, $i);


open(OUTFILE, $file) or die "Can’t open file:".$file;


if ($i == 1 | $all_eager) {


$delay = 1;


} else {


$delay = 1000000+$i;


}


$format = sprintf("%010d %%0%dX\n", $delay, $data_width/4);


$offset = (16**3)*$i;


for ($j=1; $j<=1000; $j++) {


printf OUTFILE ($format, abs(rand(2**$data_width)));


# printf OUTFILE ($format, $offset+$j);


# printf OUTFILE ($format, 0);


}


close OUTFILE;


}



Simulation Database Queries



Throughput Query


-- Find average througput on the link


SELECT @PARAMETER@, count(*)/(max(recv) - min(sent)) as throughput,
CHANNEL_COUNT, LINK_IMPL, STAGE_COUNT, DATA_WIDTH
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FROM flit


GROUP BY DATA_WIDTH, CHANNEL_COUNT, LINK_IMPL, STAGE_COUNT;



Latency Query


-- Find average latency on channel 1


SELECT @PARAMETER@, avg(recv-sent) as latency,
 CHANNEL_COUNT, LINK_IMPL, STAGE_COUNT, DATA_WIDTH
 FROM flit


WHERE channel=1


GROUP BY DATA_WIDTH, CHANNEL_COUNT, LINK_IMPL, STAGE_COUNT;



Appendix B



Net-list Macros


This appendix includes some sample net-list macros. Full source-code for
 the link implementations is included on the CD enclosed with this report.


Appendix C presents an overview of the CD-content.



B.1 Some common m4 constructs


define(comment, ‘ifelse(HDL_LANG, vhdl, --, //) $1’)dnl
 comment(‘macros.m4 included’)


changecom(‘/*’, ‘*/’)dnl


define(‘DATA_SIZE’, ‘[1:DATA_WIDTH]’)dnl
 define(‘SEL_SIZE’, ‘[1:CHANNEL_COUNT]’)dnl
 define(BUFFER, BFHS)dnl


define(‘for_each_channel’, ‘forloop(‘CHANNEL_NUMBER’, 1, CHANNEL_COUNT, ‘$1’)’)dnl
 define(‘forloop’,


‘pushdef(‘$1’, ‘$2’)_forloop(‘$1’, ‘$2’, ‘$3’, ‘$4’)popdef(‘$1’)’)dnl
 define(‘_forloop’,


‘$4‘’ifelse($1, ‘$3’, ,


‘define(‘$1’, incr($1))_forloop(‘$1’, ‘$2’, ‘$3’, ‘$4’)’)’)dnl
 define(‘id’, ‘ifelse($#, 2, ‘$1‘’CHANNEL_NUMBER‘’_‘’$2’, ‘$1‘’CHANNEL_NUMBER’)’)dnl
 define(‘CHAR’, ‘translit($1, ‘1-8’, ‘A-H’)’)dnl


dnl


dnl N_INPUT_GATE generates a N-input and/or gate from sdt. cells
 dnl $1=CELL_NAME, $2=INPUT_COUNT, $3=INPUT_NAME, $4=OUTPUT_NAME,
 dnl $5=COMPONENT_PREFIX, $6=MAX_GATE_INPUTS


define(‘N_INPUT_GATE’, ‘dnl
 ifelse(eval($2>$6), 1, ‘dnl
 forloop(‘J’, 1, eval($2/$6), ‘dnl
 define(‘NNN’, $6)dnl


wire w_‘’$5‘’_‘’J;


$1 $5‘’_‘’J‘’(forloop(‘K’, 1, $6, ‘.CHAR(K)($3‘’eval((J-1)*$6+K)), ’).Z(w_‘’$5‘’_‘’J));


’)dnl end forloop


N_INPUT_GATE(‘$1’, eval($2/$6), w_‘’$5‘’_, $4, $5‘’_, $6)dnl


’, ‘dnl else $2>$6
 define(‘NNN’, $2)dnl
 ifelse($2, 1, ‘
 assign $4 = $3‘’1;


’, ‘dnl else $2==1


$1 $5‘’_1(forloop(‘K’, 1, $2, ‘.CHAR(K)($3‘’eval(K)), ’).Z($4));


’)dnl end else $2==1
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’)dnl end else $2>$6


’)dnl end define
 dnl


define(‘log2’, ‘ifelse($1, 2, 1, ‘eval(1+log2(eval($1/2)))’)’)dnl


define(‘log4’, ‘ifelse(eval($1<=4), 1, 1, ‘eval(1+log4(eval($1/4)))’)’)dnl
 dnl


dnl $1=FANOUT, $2=INPUT, $3=OUTPUT, $4=NAME
 define(‘BUFFER_CHAIN’, ‘ifelse(dnl


eval($1<=4), 1, ‘dnl
 assign $3 = $2;


’, eval($1<=16), 1, ‘dnl
 BFHSX4 $4 (.A($2), .Z($3));


’, eval($1<=64), 1, ‘dnl
 wire $4‘’_W;


BFHSX4 $4‘’_1 (.A($2), .Z($4‘’_W));


BFHSX16 $4‘’_2 (.A($4‘’_W), .Z($3));


’, ‘dnl
 wire $4‘’_W;


BFHSX8 $4‘’_1 (.A($2), .Z($4‘’_W));


BFHSX32 $4‘’_2 (.A($4‘’_W), .Z($3));


’)’)dnl
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