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Abstract


Algebraic speciﬁcation frameworks exploit a variety of sort disciplines.


The treatment of sorts has a considerable inﬂuence on the ease with which
 such features as partiality and polymorphism can be speciﬁed. This sur-
 vey gives an accessible overview of various frameworks, focusing on their
 sort disciplines and assessing their strengths and weaknesses for practical
 applications. Familiarity with the basic notions of algebraic speciﬁcation
 is assumed



1 Introduction


We are going to survey the variety of ways in whichsorts are used in algebraic
 speciﬁcations. Let’s agre ﬁrst on some basic terminology. It is assumed that
 you are already familiar with the main concepts of algebraic speciﬁcations—


otherwise see an expository text such as [12] or the Handbook chapter on alge-
 braic speciﬁcation [52]


Analgebra consists essentially of a universe, or carrier, of values, together
 with some distinguishedoperations on values (operations of no arguments being
 calledconstants). Thesignature of an algebra providessymbols for distinguish-
 ing the operations. Terms are constructed from symbols and variables. In a
 particular algebra, anassignment of values to variables determines the values
 of terms.


Analgebraic speciﬁcationdetermines a signature, and restricts the class of all
 algebras with that signature using axioms: each algebra in the speciﬁed class
 has tosatisfy all the axioms. An axiom is often just an equation between terms,
 universally quantiﬁed over all the variables that occur in it. A speciﬁcation
 may also imposeconstraints, for instance to narrowthe speciﬁed class toinitial
 algebras, or toreachable ones. We call an algebra in the speciﬁed class amodel
 for the speciﬁcation. The class of speciﬁed algebras is generally called anabstract


∗Internet: pdmosses@daimi.aau.dk
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The basic notions of signature, algebra, axiom, and satisfaction can be embel-
 lished in various ways, without departing from the fundamental idea of algebraic
 speciﬁcation. This ﬂexibility is captured formally by the notion of aninstitu-
 tion [21, 22]. Roughly, an institution consists of particular kinds of signatures,
 structures, and axioms together with a satisfaction relation (between structures
 and axioms) that is invariant under signature translation. The structures may
 be algebra or they may be more general, e.g., ﬁrst-order structures that have
 relations as well as operations; the deﬁnitions are formulated abstractly, using
 category theory. Some interesting results can be obtained independently of the
 details of particular institutions, for instance a general framework for modules
 has been provided [45]. Similarly for the notion of a speciﬁcation logic [13],
 which is even more general than that of an institution.


The following variations on the theme of algebraic specﬁcation—separately
 or together—correspond to particular institutions or speciﬁcation logics.


• Operations may betotal or partial.


• Values may be classiﬁed by sorts, and operations restricted to speciﬁed
 sorts of arguments.


• Carriers may bestructured, e.g., as posets or lattices.


• Relations may be allowed, as well as operations.


• Operations may benondeterministic.


• Operations may behigher-order, being considered as values themselves.


• Axioms may be restricted to special kinds of formulae, such as equations,
 conditional equations, Horn clauses, or ﬁrst-order predicate sentences.


• Constraints may be allowed, e.g., to reachable, initial, or ﬁnal algebras.


• Observationally or behaviourally equivalent algebras may be included in
 the class of specsed algebras even though they do not satisfy all the spec-
 iﬁed axioms.


Most of the above variations have been developed with the aim of improving
 the pragmatic aspects of algebraic speciﬁcation of abstract data types, to make
 them better suited forrealistic applications. Here, we are to focus on the use of
 sorts in algebraic speciﬁcations. This is quite a rich topic, particularly relevant
 to pragmatics. Subsidiary issues include the treatment of partiality and errors,
 subtypes, polymorphism, and type-checking. We restrict our attention toﬁrst-
 order frameworks, deferring a study of higher-order algebraic speciﬁcations to
 a future paper.


1Some authors prefer to reserveabstract data typefor when the speciﬁed algebra form an
isomorphism class.
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2 Sorts


The essence of asort is that it classiﬁes a collection of individual values, ac-
 cording to some common properties. Thus a sort has anextension: the set of
 individuals that it classiﬁes. But two sorts with the same extension may have
 diﬀerentintension, and thus remain distinct. For instance, the sort of all inte-
 gers greater than zero has the same extension as the sort of all natural numbers
 with a well-deﬁned reciprocal, but these sorts may still be regarded as diﬀerent;


the diﬀerence is in their intension. When thesymbol used to identify a sort is
 regarded as part of the sort’s intension, diﬀerent sort symbols always identify
 distinct sorts.


In everyday parlance, we tend to make little distinction between the nouns


‘sort’, ‘type’, and ‘kind’. The conventional usage of these words in the computer
 science literature has, however, given them diﬀerent connotations: sorts are
 rather mundane, subsidiary entities used for ‘tidy housekeeping’ in logic and
 algebraic speciﬁcations; types are generally much more exciting, as they have
 whole theories built around them, and they are related in interesting ways to
 logic;kindsare merely for classifying types. For simplicity, let’s keep to the word


‘sort’ in this survey, even when we look at unorthodox algebraic speciﬁcation
 frameworks where the usage of sorts is quite reminiscent of that of types and
 kinds. Sillily, we’ll use ‘individual’ rather than ‘object’ or ‘element’.


Nowthat we have some idea ofwhat a sort is, let’s consider why we should
 bother at all to specify sorts in algebraic speciﬁcations. Why is it oﬀ to classify
 a collection of individuals?


First of all, classiﬁcation according to common properties is a fundamental
 abstractionprinciple, allowing us to perceive (or at least, to express our percep-
 tion of) order amongst chaos. Simply by classifying a prices set of individuals
 together, we draw attention to the existence ofsomerelationship between them.


Another important use of sorts is to allowus to specify the functionalities
 of operations, i.e., what sort of result each operation returns when applied to
 arguments of appropriate sorts. Some frameworks only allow one functionality
 to be speciﬁed for each operation, thus preventing so-called overloading, but
 this seems unfortunate: when exploited judiciously, overloading can be very
 useful. For instance, we might want to specify a print operation for all sorts
 of values. Or we might want an if-then-else operation, where the sort of the
 second and third arguments could be arbitrary. Functionality speciﬁcations
 can be regarded as particular kinds of axioma—although for technical reasons,
 they are more commonly treated as part of signatures, and usually at least one
 functionality for each operation must be speciﬁed.


When the extensions of sorts can overlap, we expect so-calledsubsort poly-
morphism. E.g., positive integers of sort pos may also be classiﬁed in the sort
natof all natural numbers. Then a productoperation on natural numbers not
only has functionality nat,nat→nat but also pos,pos→pos; similarly for sorts
classifying just even (or just odd) numbers, and for the singleton sorts classi-
fying just zero and one! However, many restrictions of the sorts of arguments
lead to uninteresting sorts of returned values, and it is pointless to specify these
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In axioms, sorts are generally used forrestricting assignments to variables.


Axioms are often (implicitly or explicitly) universally quantiﬁed over all vari-
 ables that occur in them; the use of sorts can restrict this quantiﬁcation, and
 thereby the application of the axiom, to particular subsets of the universe. For
 instance, the product operation may be commutative on numbers but not on
 matrices; the commutativity axiom forproductmust then be restricted to num-
 bers. In the absence of overlook operation, sort restrictions on variables are
 implicit, being determined by the functionalities of the operations applied to
 them.


Nowlet’s consider what is perhaps the most common use of sorts: the attempt
 to avoidpartial operations, by restricting each of them to a corresponding total
 operation on the domain of deﬁnition. This is desirable, because the logic and
 technical details of algebraic speciﬁcations are somewhat simpler when partial
 operations are avoided. On the other hand, we shall see that it isn’t so easy to
 avoid partial operations completely.


When specifying mathematical structures such as groups and rings, the car-
 rier of a speciﬁed algebra ishomogeneous, and each operation can be applied to
 any individuals, usually returning a well-deﬁned individual value. (Fields and
 categories involve partial operations, though.) But almost all interesting ab-
 stract data types for use in computer science—and a fewin mathematics, such
 as vector spaces—involveheterogeneous carriers. In general, all operations on
 heterogeneous carriers are inherently partial, when considered as functions on
 the entire collection of individuals. For instance, an abstract data type of lists
 of numbers obviously involves numbers as well as lists; but there is no point in
 applying list operations (head, tail, etc.) to numbers, and although it can be
 useful to extend some numerical operations (product, for instance) to lists, this
 is by no means essential.


The use of sorts to classify the individuals of a heterogeneous collection, to-
 gether with the speciﬁcation of operation functionalities, allows us to forbid
 terms where operations are applied to unintended argument values. Thus we
 may regard operations as being restricted to values in the argument sorts spec-
 iﬁed in their functionalities. With values including both numbers and lists, for
 instance,productcan be restricted to numbers, andheadandtailto (nonempty)
 lists; the application ofproductto a list, or ofheadandtailto numbers, is simply
 forbidden, syntactically.


Often, it is easy to check for forbidden terms, using the functionalities of
 operations. This is important in connection with systems that implement al-
 gebraic speciﬁcations: the user can be warned about a simple mistake before a
 time-consuming and futile evaluation is started. But it isn’t always so easy: for
 instance, it can be undecidable whether, in an application of the list operation
 head, the value of argument term is the empty list or not. If the application
 is forbidden, we get the anomalous situation where forbidden terms can be ob-
 tained from allowed ones, using the axioms as rewrite rules; if it is allowed, we
 are forced to take partial operations seriously.


An alternative technique for skirting around partial operations is to introduce
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 are applied to unintended arguments. Then all operations are total, but of
 course they nowhave to be speciﬁed on the error values, as well as on the ‘okay’


values. This can be tedious, although certain assumptions, such as strictness
 on error values, allowmost of the extra axioms to be left implicit.


Instead of trying to avoid partiality, one could simply accept it as a some-
 what awkward fact of life, and consider partial algebras where operations are
 partial functions in the dual, mathematical sense. But one has to be careful
 about the precise interpretation of equality—strong or existential—and about
 the logic used for deduction. The notion of homomorphism between algebras is
 less obvious, too. In practice, because of such technical irritations, most popular
 approaches for algebraic speciﬁcations keep to total algebra, simulating partial-
 ity as best they can. In any case, there are other uses for sorts than trying to
 avoid partiality, and frameworks for partial algebra exploit sorts just as much
 as those for total algebras do. Hence we pay only scant attention to partial
 algebras in this paper.


To conclude this motivation for sorts, let us note a fewuses of them that are
 perhaps somewhat less obvious than those explained above:


• Term rewriting is used to implement algebraic speciﬁcations. It generally
 involves large-scale searching of axioms (oriented as rewrite rules) to ﬁnd
 a match with a part of a term to be evaluated. By keeping track of sorts
 (and subsorts), the search space can be dramatically reduced. Similarly
 for automatic theorem-proving.


• Sorts can be used to representnondeterministic choices between individ-
 ual. The individual classiﬁed by a sort are then regarded as alternative.


• Finally, sorts have major technical signiﬁcance for the deﬁnition of so-
 called initial (or data) constraints. This is because the ordinary reduct
 functor forgets about operations, and about entire sorts of values; when
 there are no sorts, it doesn’t forget any values at all!


So much for what sorts are, and why it is useful to specify them. But by
 focussing on sorts so much, we have been neglecting the individual values some-
 what. It is important to bear in mind that we don’t specify sorts for their own
 sake: it is the individual values, and the operations upon these, that are the
 aim of an algebraic speciﬁcation, and the sorts are only there tofacilitate the
 speciﬁcation.


In the remaining sections we consider how sorts are speciﬁed in the major
frameworks that have been developed over the past 15 years or more. The
appendices illustrate the use of most of these frameworks to specify a simple
abstract data type of lists.
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3 Many-Sorted Algebras


Let us start with a brief look at the basic framework known as many-sorted
 algebras (MSA) in the formulation proposed by the ADJ group [24]. From a
 theoretical point of view, this framework is perhaps the most tractable of all
 those presented here; but it is also the one most beset by pragmatic deﬁciencies.


A signature of a many-sorted algebra consists of a set of sort symbolsS to-
 gether with a set of operation symbols and their functionalities. Overloading
 is (usually) allowed, so each operation symbol may have several functionali-
 ties. Axioms of MSA speciﬁcations are often restricted to sorted equations, or
 positive conditional equations; variables are restricted to speciﬁed sorts. Such
 speciﬁcations always have initial models.


The universe of a many-sorted algebraA consists of a family As of sets of
 values, one for each sort symbol s∈S. For each functionality s1, . . . , sn →s
 of each operation symbol f in the signature, A provides a total functionfA :
 As1× · · · ×Asn→As. Note that theAsmay overlap, or even coincide.


The main pragmatic problem with ordinary MSA is how to accommodate
 errorvalues. For instance, consider a speciﬁcation of rational numbers: if there
 is only one sort of rational number, it ought to contain zero, but then division
 by zero cannot be forbidden by the functionality. Because all operations are
 required to be total, this results in a nonstandard rational value, i.e., an error
 value. (To specify the value of division by zero to be some particular stan-
 dard rational value, e.g., zero, would amount to ignoring the existence of this
 error.) Similarly for a speciﬁcation of possibly-empty lists: taking the head of
 the empty list gives an error value. Such error values are especially awkward
 in parameterized speciﬁcations, which are supposed to leave parameter sorts
 undisturbed.


The solution originally proposed [24] is quite costly. For each sort s ∈ S,
 one introduces an error valuees, a truth-valued operation oks(speciﬁed to be
 true except on es), an if-then-else operation ifes, and a plethora of derived
 operations. These operations can then be used to specify appropriate equations
 for error propagation. But ‘the resulting total speciﬁcation. . . is unbelievably
 complicated’ [24]. Se Sect. 9.1 for an example. The problems with this explicit
 treatment of errors led to the development of various frameworks where the
 treatment of errors can be speciﬁed more concisely; we consider the major ones
 in the next section.


Another pragmatic problem with MSA is the diﬃculty of specifying sort in-
 clusions, i.e., subsorts. Suppose, for instance, that we want to have the sort
 nat for all natural numbers, and pos for positive ones. With MSA, we cannot
 specify that for each modelAthe carrier setAposhas to beincluded inAnat(or
 more precisely, that the diﬀerence between these carrier sets is just the value
 of the zero constant). Thus the relation of such{nat,pas}-sorted models to the
 standard mathematical algebra of natural numbers is obscure. Moreover, we
 have to specify each numerical operation twice: once onnat, and again onpos.


Order-sorted algebras address these problems directly; we shall consider them
in Sect. 6. A less direct solution, available when conditional equations are
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 is injective, i.e., one-one. From a theoretical point of view, there is not much
 diﬀerence between an injective operation and a set inclusion. But in practice,
 speciﬁcations using such auxiliary operations explicitly would be rather tedious
 to write.


It is debatable whetheroverloading should be allows in MSA or not. Theo-
 retically, overloading is dispensable: any class of algebras that can be speciﬁed
 with overloaded operation symbols can—up to a signature translation—also be
 speciﬁed without overloading. Pragmatically, however, overloading can be quite
 convenient, and it is often exploited in mathematical notation.


Some care is needed when overloading is allowed. For suppose that we have
 an overloaded constantc of two diﬀerent sorts s1, s2, as well as an overloaded
 operation f with the functionalities f : s1 → s and f : s2 → s. The term
 f(c) is simply ambiguous! Its value could diﬀer, according to whether the ar-
 gument is regarded as being of sorts1 ors2. The sort of value required by the
 context should be the same in each case, namelys, so that doesn’t help with
 disambiguation. Perhaps mathematicians don’t worry too much about nota-
 tional ambiguities arising from overloaded constants in their formulae, because
 they usually know which value is intended from a wider context. However, that
 hardly justiﬁes allowing overloaded constants in algebraic speciﬁcations, where
 one generally aims for reusable modules that can be understood by themselves,
 independently of context.


Even when overloaded constants are forbidden in MSA, there is still a problem
 with ambiguity, although at a diﬀerent level. Suppose two carrier setsAs1 and
 As2 overlap, and let x ∈ As1 ∩As2. When f : s1 → s1 and f : s2 → s2
 is an overloaded operation, fA(x) is not, in general, well-deﬁned: its value
 depends on whetherxis regarded as an element ofAsI or ofAs2. Perhaps one
 should consider restricting modes of MSA speciﬁcations to those where each
 overloaded operation always gives the same result when applied to the same
 values, regardless of the sorts of the values? We shall return to this point when
 considering order-sorted algebras, where some attention has been paid to it.


Despite the problems concerning error values and overloading, much has been
 achieved within the MSA framework, and it provided the basis for the devel-
 opment and popularization of the entire topic of algebraic speciﬁcation. Some
 users still prefer this straightforward framework to the more complicated ones
 considered in the rest of this survey.



4 Partiality


Having seen the complications that can arise in total algebraic speciﬁcations
due to error values, we might be tempted to let operations be ordinary partial
functions and represent errors by undeﬁnedness, following Broy and Wirsing
[8] and Reichel [44], see also [2, 9]. As ordinary partial functions arestrict on
undeﬁnedness, error propagation is implicit; moreover, variables in axioms are
only assigned deﬁned values. Thus the auxiliaryokandifeoperations introduced
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But there are some drawbacks. For instance, there is the dilemma of whether
 to interpret equationsexistentially, to hold only when the values of both the
 equated terms are deﬁned, orstrongly, to hold also when both the values are
 undeﬁned. Similarly, homomorphisms could be total or partial functions, and
 each choice has certain merits.


Some care is needed to exclude models where operations are more partial than
 intended. As well as equations, one may specify deﬁnedness axiomsD(t) to this
 end. See Sect. 9.2 for an example. In the framework ofhierarchical speciﬁcation
 [8], deﬁnedness is often implied by the presence of selector operations.


Kreowski [27] proposes that partial algebras can be simply obtains frombased
 total algebras. The idea is to give ﬁrst a base speciﬁcation, whose initial algebra
 provides all the values of interest, for example, the usual natural numbers. Then
 one extends it to a speciﬁcation with operations that may give errors, such as
 applying predecessor to zero or dividing by zero. The ordinary total initial
 algebra of the extended speciﬁcation can then be made into a partial algebra
 by restricting operations to being deﬁned when they return values of the base
 algebra, ignoring all the extra error values.


The basic framework of (ﬁrst-order) partial algebras doesn’t cater for non-
 strict operations, such asif-then-else. Astesiano and Cerioli [3] propose a frame-
 work of so-calleddon’t care algebras that allows non-strict (monotonic) opera-
 tions, and they make a revealing study of the relationship between total and
 partial algebras. However, most operations of ordinary abstract data typesare
 strict, and when strictness is no longer implicit, it has to be speciﬁed explicitly
 by axioms, which might be tedious in practice. The relationship between total
 and partial algebras is further investigated in an abstract setting in [4].


Poign´e [40] deﬁnes a framework that can be seen as a generalization of the
 standard partial algebra framework. He distinguishes between sorts and types:


sorts are essentially syntactic, used in signatures for restricting the allows terms;


types are semantic, with the classiﬁation of individual values into types being
 speciﬁed by axioms. The whole framework is based on Scott’s logic of partiality.


See also the description of Poign´e’s Typed Horn Logic in Sect. 7.5.


Nowlet us leave partial algebra, and look at some total algebra frameworks
 that deal with errors more eﬃciently than the original many-sorted algebra
 framework does.



5 Errors and Exceptions


Several proposals have been made for extending the basic framework of total
 many-sorted algebras to accommodate error values, aiming at better pragmatics.


As well as the proposals considered in this section, also the order-sorted algebras
considered in Sect. 6 cater for errors.



(12)
5.1 Error Algebras


The signatures of Goguen’s error algebras [18] distinguish between okay and
 error operations. For each sorts∈Sthe carrier setAsis partitioned into okay
 values and error values. All operations are required to return an error value
 whenever any argument is an error value; error operations always return error
 values. Axioms are divided into okay equations and error equations. An okay
 equationt1=t2holds for all variable assignments such that botht1andt2have
 okay values; an error equationt1=t2 holds whenever eithert1 ort2 evaluates
 to an error.


However, this framework has the serious defect that when any operation in
 a speciﬁcation has azero, the strict treatment of errors conﬂicts with the zero
 axiom, causing all values (of the sort concerned, at least) to become error values!


For instance, if erris an error value of sort nat, w e have0 = prod(0,err) = err
 . . . . See Sect. 9.3 for an example of an error algebra speciﬁcation where this
 problem doesn’t arise.



5.2 Algebras with Okay Predicates


An alternative to dividing signatures into okay and error operations is to divide
 them into okay andunsafeoperations as proposed by Gogolla, Drosten, Lipeck,
 and Ehrich [17], see also [15, 16]. Carriers are still divided into okay and error
 values, i.e., equipped withokay predicates. An okay operation always returns an
 okay value when all its arguments are okay values; an unsafe operation may or
 may not return an error value. Nowall operations may return okay values, even
 when their arguments are error values, thus general error recovery and exception
 handling are possible—and inconsistency between zeros and error propagation
 can be avoided.


Variables for use in axioms are each declared to be okay or unsafe, and only
 okay values may be assigned to okay variables. As there is no implicit error
 propagation, one has to specify rather a lot of tedious axioms, unless one can
 accept the presence of a large number of distinct error values of each sort. See
 Sect. 9.4 for an example.


Another problem is that when the speciﬁed values are bounded, and exceeding
 the bounds is to give an error, the constructor operations are unsafe, and then
 the okay values of the initial model do not include the expected ones. (In fact
 one can use auxiliary sorts and operations to get around this problem, but the
 required speciﬁcations are too tedious for practical use.)


Essentially, it seems that this approach corresponds fairly closely to the way
errors are treated using ordinal many-sorted algebras, but by keeping the okay
predicates implicit and using two kinds of variables, the number of axioms re-
quired is kept down to an acceptable level. It can also be seen as a particular
discipline in order-sorted algebraic speciﬁcations, calledstratiﬁcation[49].
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5.3 Exception Algebras


The E, R algebras of Bidoit [7] provide not only implicit error propagation,
 but also speciﬁcation of recovery cases, i.e., exception handling, which override
 propagation. But the interest of this framework is reduced by the fact that E,R
 algebraic speciﬁcations do not in general have initial models.


Theexception algebras proposed by Bernet, Bidoit, and Choppy [5] develop
 the main ideas of E,R algebras, nowproviding a framework where specﬁcations
 do have initial models. The aim is to cater not only for errors but also for
 general exception-handling.


An exception signature consists of an ordinary many-sorted signature, to-
 gether with a set of exceptionlabels, which correspond to a secondary classiﬁ-
 cation of values, orthogonal to the sorts. An exception algebra has a family of
 sets of values, indexed by the exception labels together with a special label for
 okay values. Speciﬁcation have to declare the so-called okay forms, which are
 used to determine the okay terms. This is more ﬂexible than a mere division of
 operations into okay and error (or unsafe) operations; for instance, terms that
 evaluate to okay values of bounded structures can nowbe classiﬁed as okay.


The axioms are divided into okay axioms, labelling axioms, and generalized
 axioms. The okay axioms are positive conditional equations, to be satisﬁed
 only for assignments of okay terms to variables. An okay term may have the
 same value as a non-okay term, so in contrast to the exception labels, the okay
 label is attached to terms, rather than to values. For instance, when specifying
 bounded integers,max-intis an okay term butsucc(max-int)is not, even though
 one speciﬁes the equality of the values of these terms among the axioms.


The labelling axioms classify values using labels; a labelling may be condi-
 tional upon other labellings, and on equations. These labels are not automati-
 cally propagated by operations. The generalized axioms are equations (possibly
 conditional on labellings and equations) which specify exception-handling and
 error recovery.


The resulting framework seems extremely powerful, but speciﬁcations look
 somewhat intricate. See Sect. 9.5 for an example. Moreover, the axioms re-
 quired to specify okay forms for bounded structures seem to require terms whose
 size is proportional to the bound!



5.4 Label Algebras


Bernot and Le Gall [6] further explore the idea of attaching labels to terms.


They proposelabel algebras, where no distinction need be made between okay
and exception labels: all labels are attached to terms rather than values, and
used to restrict assignments to variables in axioms. They showexamples where
this extra generality is useful, in connection with exception-handling and with
observability. Moreover, it is easy to specify that particular labels are deter-
mined by the values of the terms to which they are attached, whereupon they
can be regarded as unary predicates on values, classifying them rather like con-
ventional sorts do.



(14)Label algebras are considered to be too low-level for direct use, in general, so
 we don’t illustrate their speciﬁcation here. Higher-level frameworks that cor-
 respond to particular disciplines of labelling can be deﬁned by translation into
 label algebras. For instance, Bernot and Le Gall deﬁne a generalization (and
 simpliﬁcation) of the exception algebras mentioned above in this way. However,
 the notion of satisfaction of axioms by label algebras involve consideration of
 term algebras freely generated by sets of values, which may seem a bit com-
 plicated. Label algebras do not provide an institution, at least not straightfor-
 wardly, it seems.



6 Sort Inclusions


Suppose that we have a collect ion of individual values, to be classiﬁed into sorts.


There is no reason why each individual shoed necessarily be classiﬁed uniquely!


For instance, the number one could be classiﬁed not only as a natural number,
 but also as a positive number, an integer, a rational number, etc. Moreover,
 some sorts are naturally sen as being subsorts of other sorts: we expect the
 natural numbers to be included in the integers, etc.


Technically, many-sorted algebras already allowthe sort-indexed carrier sets
 to overlap, so that an individual value may in fact be classiﬁed as of more than
 one sort. But it is not possible tospecify that such properties must hold, since
 an equation always relates individuals of the same sort (and no assumptions can
 be made about any relationship between the values returned by overloaded oper-
 ation symbols). Any many-sorted algebraic speciﬁcation may thus have models
 where carriers overlap, and models where they don’t. Multiple classiﬁcation
 of an individual here is merely accidental. However, there are technical and
 pragmatic reasons for allowing it: so that a single model value mayimplement
 several unrelated abstract data, for instance.


Now, the extensions of sorts are sets, and sets are partially-ordered by inclu-
 sion so it is natural to allowthe speciﬁcation of a partial order≤ on the set
 of sortsS. (A pre-order might correspond better to the intensional nature of
 sorts. In practice, it doesn’t usually matter whether mutually-included sorts
 are regarded as equal or not.) Signatures with partially-ordered sorts are called
 order-sorted, as are algebras with such signatures. Order-sorted algebras should
 not to be confused with partially-ordered algebras [33] where for each s in an
 ordinaryset of sorts, the carrier setAsis equipped with a partial order.


Order-sorted algebras supportsubsort polymorphism : when an operation is
 available both on some sort and on a subsort, both versions of it necessarily give
 the same result when applied to a value of the subsort. The partial order on
 sorts also supports an economical treatment of errors and exception-handling,
 allowing error supersorts as well as restrictions of partial operations to subsorts
 on which they are total.


For instance, with rational numbers of sortratwe may introduce extra values
to represent errors such as trying to divide by zero, including them in a supersort,
sayerrata, of rat. Then we mayextend all the numerical operations fromratto



(15)errata, specifying that they give error values when applied to error values. The
 simplest way to do this is perhaps to treat erroneous applications of operations
 themselves as error values, not specifying any equations for them at all.


Alternatively, we mayrestrict division to applications where the second ar-
 gument is in the subsort of nonzero rationals, forbidding the user to write terms
 that involve division by zero when evaluated. Here, however, there is the prob-
 lem that it is usually not syntactically apparent whether an argument term
 might evaluate to zero or not, just from the functionalities of the operations
 in it: addition maps a positive and a negative integer to an arbitrary integer,
 possibly zero, for example. We shall return to this problem shortly.


There are two main approaches to order-sorted algebras, one of them due to
 Goguen together with Meseguer, the other developed by Gogolla, Poign´e, and
 Smolka. The two approaches diﬀer in what at ﬁrst might appear to be a triﬂing
 technical detail, but which on closer scrutiny turns out to be a major conceptual
 disagreement about the nature of subsorts, as explained below.



6.1 Overloaded Order-Sorted Algebras


Goguen [19] was the ﬁrst to propose a framework for order-sorted algebras
 (OSA). Subsequently, together with Meseguer, he developed the framework in a
 series of papers, culminating so far in the ﬁrst part of a deﬁnitive presentation
 [23]. This development was closely linked to that of the OBJ system [25], which
 implements OSA speciﬁcations.


The formal details of OSA signatures and algebras are a bit more burdensome
 than in the original many-sorted algebraic framework. The sorts of an order-
 sorted signature are equipped with a partial order≤, and the functionalities of
 operations must bemonotonic: when f : s1, . . . , sn →s, f :s1, . . . , sn → s,
 and allsi ≤si then s≤s. For simplicity, signatures are sometimes required
 to beregular, a condition which guarantees that every term has a least sort; a
 weaker condition that guarantees this ispreregularity [23, Section 5.1].


An order-sorted algebra A is here a many-sorted algebra such that s ≤ s
 impliesAs≤As and moreover:


(∗) whenf :s1, . . . , sn→s, f :s1, . . . , sn→s, and allsi≤si (hence also
 s≤s) then the restriction offA:As1× · · · ×Asn→As toAs1× · · · ×
 Asn is the same function asfA:As1× · · · ×Asn→As.


It is important to realize that when the sorts si and si are not related by
inclusion, the two functions denoted byf need not be related at all, and may
return diﬀerent results when applied to the same argument values! Goguen and
Meseguer [23] argue for keeping this feature, which is known asoverloading, orad
hoc polymorphism, for they want MSA to be a special case of OSA, obtainable
merely by letting the inclusion order≤be the identity relation. But this seems
to conﬂict with a basic intuition underlying the subsort relation: that sorts
represent classiﬁcation of a single collection of individuals. We shall return to
this discussion in the next subsection, when we look at an alternative approach
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Axioms of OSA speciﬁcations are similar to those of MSA speciﬁcations, ex-
 cept that the (least) sorts of terms in equations need not be the same—although
 they have to beconnected by inclusions. Sort constraints are allowed, for use
 in specifying bonded structures; these correspond to conditional functionalities,
 but are axioms, rather than being part of signatures.


Not all terms that ought to denote values are allowed. For example, con-
 sider the standard speciﬁcation of the sort nat of natural numbers with succes-
 sor operation succ : nat → pos and a partial predecessor operation pred :
 pos → nat, where pos ≤ nat is the subsort of positive integers: the term
 pred(pred(succ(succ(0))) is not allowed! But withpred(succ(n))=n as an ob-
 vious axiom for n : nat, we expect succ(0) = pred(succ(succ(0))), hence 0 =
 pred(succ(0)) =pred(pred(succ(succ(0)))). Thus allowed terms can be demon-
 strably equal to forbidden ones, which seems somewhat anomalous. This is
 essentially the same problem that arises with trying to forbid terms involving
 division by zero: the functionalities of operations are not suﬃciently precise.


Here we should have not only succ : nat →pos but also succ : pos →pos2,
 wherepos2is the sort of all integers from2upwards, and so on ad inﬁnitum.


Goguen and Meseguer [23, Section 3.3] propose inserting retracts in for-
 bidden terms to give them ‘the beneﬁt of the doubt at parse time’. Here
 a retract maps a sort to a subsort, being identity on the values already in
 the subsort. For instance the insertion of the retract r : nat → pos allows
 pred(r(pred(succ(succ(0))))) to be well-formed. The trouble is that although
 such retracts have a simpleoperational semantics in this framework, they are
 essentiallypartialoperations. A term such asr(0)should surely not have a value
 of sortpos! Nevertheless, the insertion of retracts doesn’t interfere with equal-
 ity: it provides a so-called conservative extension—although only with respect
 to direct consequence, not the inductive consequences that hold in the initial
 model.


To give analgebraicinterpretation of retracts, Goguen and Meseguer consider
 the speciﬁcations obtained by adding all possible retract operations, together
 with their deﬁning equations, to order-sorted speciﬁcations. The initial algebras
 of the original speciﬁcations get homomorphically injected into those of the ex-
 tended speciﬁcations. But nowthesemantics of each order-sorted speciﬁcation
 has been changed, and the notion of such a speciﬁcation being correct with
 respect to some intended model should presumably be redeﬁned.


Despite the mentioned anomalies, the overloaded OSA framework succeeds
 in eliminating many of the pragmatic deﬁciencies of the MSA framework. See
 Sect. 9.6 for an example speciﬁcation. Let us leave it at that, and turn to an
 alternative approach to order-sorted algebras.



6.2 Universal Order-Sorted Algebras


Rather than insisting that OSA be a true generalization of the traditional frame-
work of MSA, one can take the view that the really essential notion is that of
auniverse of individuals, with each operation symbol identifying asingle (par-



(17)tial) operation on that universe, and with sorts corresponding to subsets of the
 universe.


This approach to OSA was developed by Gogolla [14], Poign´e [39], and Smolka
 [47], see also [49]. Essentially, the diﬀerence from the overloaded OSA framework
 described in the previous section is that nowthe carrier sets are united into a
 single universe, and condition (∗) is replaced by the stronger:


(∗∗) whenf :s1, . . . , sn→sandf :s1, . . . , sn→s, then the retrictions
 of the functionsfA:As1× · · · ×Asn→As andfA:As1× · · · ×Asn


to the intersections (As1∩As


1)× · · · ×(Asn∩As


n) are the same.


Notice that this condition is entriely independent of the sort inclusion relation.


It can be understood as a condition forsort-independent semantics: a legal term
 should always have the same value, regardless of what sorts are ascribed to its
 subterms. Let us refer to this variant asuniversal order-sorted algebras. (Wald-
 mann [51] calls them ‘non-overloaded’ algebras, since each operation symbol is
 interpreted as a single function; but that conﬂicts somewhat with the conven-
 tional understanding of what overloading is.)


Goguen and Meseguer [23, Section 5.2] mount an attack on universal OSA,
 claiming that it has ‘serious drawbacks’; but their arguments do not seem terri-
 bly convincing. For instance, they want to allow an algebra in which 0 and 1 are
 both Booleans and naturals, and in which + is both addition and exclusive or of
 Booleans’. It seems that 0 and 1 here refer to the standard natural numbers, as
 the argument does not necessarily involve overloaded constants (which prevent
 regularity). Both the overloaded and universal OSA frameworks allow such val-
 ues to occur in the carrier sets ofunrelated sorts. The only disagreement here
 is about whether the symbol + can be overloaded so thatx+xreturns 0 when
 xdenotes 1 of sort Boolean, but 2 whenxdenotes 1 of sort natural; overloaded
 OSA allows this model, whereas universal OSA doesn’t. The statement that
 order-sorted logicmust be ‘in principle a reﬁnement of many-sorted logic’ [23,
 Section 5.2] seems to be somewhat dogmatic.


Despite the conceptual and technical diﬀerences between the treatment of
 subsorts in overloaded OSA and universal OSA, for most purposes they can be
 used interchangeably. For instance, the example in Sect. 9.6 serves just as well
 for universa1 OSA as for overloaded OSA. However, universal and overloaded
 OSA donot provide the same notion of satisfaction. For example, suppose we
 have constantsa : A, b : BwhereAandBare subsorts of C, and let us specify
 a=b. If we have an overloaded operation f with f : A→Dandf : B→D,
 universal OSA modes always satisfyf(a) =f(b), but overloaded OSA ones don’t!


For an analysis of numerous technical points concerning overloaded and uni-
versal OSA, see the forthcoming paper by Waldmann [51]. Goguen [20] proposes
ahidden-sorted version of OSA where the values with hidden sorts represent in-
ternal states of objects. He also shows there how to deﬁne an institution for
behavioural satisfaction.
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6.3 Generalized Order-Sorted Algebras


Poign´e [42] proposes a generalized framework for OSA, which includes universal
 OSA as a special case. The main idea is to use aset of partial orders on sorts,
 rather than just a single one. Sorts that occur in diﬀerent partial orders are
 treated as in overloaded OSA, whereas those that occur in the same partial
 order are treated as in universal OSA.


The proposed framework doesnot fully include overloaded OSA as a special
 case: there are pathological examples of overloaded OSA models that are not
 generalized OSA models, for instance with a supersort for two otherwise un-
 related sorts that have some nonexpressible value in common. However, this
 framework does successfully generalize both MSA and universal OSA.



6.4 Inclusions and Subtypes


Mart´ı-Oliet and Meseguer [30] make a useful analysis of the diﬀerence between
 the notions of subtype asinclusion (as in OSA) and subtype ascoercion. They
 conclude that as well as the inclusion partial order ≤on sorts, one should as
 well consider a generalized subtype relation ≤: containing ≤as a subrelation,
 wheres≤:s holds when there is an implicit coercion fromsto s. They only
 require≤: to be a preorder. For instance, with Cartesian and polar coordinates,
 we might have coercions both ways.


Qian [43] has also developed an interesting framework catering for coercions,
 which are more general than subsort inclusions.



6.5 Generator Induction


Owe and Dahl [38] propose some restrictions on order-sorted algebras, so as to
 cater for generator inductive function deﬁnitions. They prohibit (incidental)
 overloading, and insist that minimal sorts denote disjoint sets of values; this
 allows Sinatra to be completed with all unions and intersections, and similarly
 for functionalities.


The emphasis of this work is on a particular style of functional programming,
 and the authors argueagainst the speciﬁcation of general algebraic axioms.



7 Classiﬁed and Uniﬁed Algebras


The following approaches treat sortssemantically, using axioms to specify clas-
 siﬁcation.



7.1 Classiﬁed Algebras


Perhaps the mostlogical way of classifying individuals into sorts is to let a sort
be a unary predicate on the universe, i.e., a subset of it. This technique is well-
known from ﬁrst-order logic, under the namerelativization. It was ﬁrst proposed
for use in algebraic speciﬁcations by Wadge [50] who deﬁned a framework called



(19)classiﬁed algebras—not to be confused with the framework of the same name
 later proposed by Poign´e [40].


Essentially, a signature of a classiﬁed algebra is a pair (F, S) where F is a
 ranked2 alphabet of operation symbols and S is an alphabet of sort symbols,
 including the distinguished symbolanything. Axioms are equationst1=t2, and
 so-called declarations written t : s, wheret is a term ands ∈ S. Variables
 in terms are written with sort symbolss∈S as subscripts, and assignments to
 them are restricted to values that are classiﬁed as being of the speciﬁed sorts.


A classiﬁed algebraA has a nonempty universe, atotal function on the uni-
 verse for eachf ∈F, and a subset of the universe for eachs ∈S; the subset
 for anything is the entire universe. A declaration t : s holds in a particular
 algebra if the value of the termt is an element of the set denoted by s, for all
 assignments to the variables intof values from the sets denoted by their sorts.


The satisfaction of equations by algebras is as usual, bearing in mind the same
 restrictions on assignments as for declarations.


It is easy to see that classiﬁed algebras can be regarded as a special case of
 unsorted Horn clause (with equality) speciﬁcations: sort symbols correspond to
 unary predicate symbols, declarations are just formulae that apply the predi-
 cates. Sort restrict ions on variablesXs correspond to hypothesesX : swith
 unsorted variably. Thus we should expect classiﬁed algebra speciﬁcations to
 have initial models, as they do indeed.


Classiﬁed algebras combine technical simplicity with high expressiveness. For
 instance, partiality and errors can represented by operations returning values
 that are not classiﬁed by any sort—although one can also classify error values,
 if desired. There are usually lots of these error values, but they don’t get
 in the way, because variables are automatically restricted to non-error values
 of particular sorts. Functionalities can be early concisely as declarations, i.e.,
 axioms; so can sort inclusions. Overloading and subsort polymorphism are
 natural, since each operation symbol stands for a single operation on the entire
 classiﬁed universe. See Sect. 9.7 for an example.


Of course, there is a price to pay for such simplicity: sort checking is un-
 decidable! This is because classiﬁcation is essentiallysemantic, in contrast to
 thesyntactic notion of sort in the frameworks we considered earlier. Whether
 t : sholds (for a ground term t) depends in general not only on declarations
 concerning the symbol int, but also on equations that relate tto other terms.


Anyway, one could easily deﬁne restrictions on classiﬁed speciﬁcations to make
 sort checking decidable. Alternatively, it might be acceptable to use interactive
 theorem proving for sort checking in general classiﬁed speciﬁcations (by analogy
 with the Nuprl system [11]).


Wadge sketches some ideas for generalizing classiﬁed algebras, to allowuser-
 speciﬁed operations on sorts, and classiﬁcations of sorts. But this seems to
 be getting into the realm of higher-order logic, and it is unclear whether initial
 models of such speciﬁcations word always exist. Wadge’s paper makes refreshing
 reading, and it infuenced several other approaches.


2Wadge left alphabets unranked, for no apparent reason!
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7.2 Galactic Algebras


The framework ofgalactic algebras, orG-algebras, proposed by M´egrelis [31, 32]


is essentially a partial algebra variant of the classiﬁed algebras discussed in the
 preceding section. A signature consists of a set of sort symbolsS and a ranked
 alphabet of operation symbols F. The special sort symbol ‘∗∗∗’ corresponds
 to ‘anything’ in classiﬁed algebras. Axioms are equationst1 =t2, membership
 formulaet : swheres∈S, and domain (deﬁning) formulae $t. Moreover, each
 variablexis globally restricted to a prices sort by a conﬁnement axiomx :: s.


A G-algebra A is like a classiﬁed algebra, having a nonempty universe and
 a subset of it for each sort symbol. Each operation symbol is here interpreted
 as a partial function on the universe ofA, as are all terms (relative to a ﬁxed
 ordering of the variables). Equations and membership formula are interpreted
 existentially, for examplet : s can only hold whent denotes a total function
 on the subsets of the universe ofAindicated by the sorts of variables occurring
 int.


Functionalities and subsort inclusions are provided as axioms, abbreviating
 particular sets of formulae. See Sect. 9.8 for an example of a G-algebra speci-
 ﬁcation exploiting such axioms (written with a less Spartan notation than that
 used by M´egrelis) .


C. and H. Kirchner [26] ﬁnd that the framework of G-algebra is particu-
 larly useful for order-sorted term rewriting. The basic idea is to compute
 sorts of terms and deduce equalities simultaneously, decorating terms with their
 currently-proved sorts. This allows the relaxation of some rather severe con-
 dition that have to be imposed in OSA frameworks to obtain completeness of
 rewriting with respect to deduction. See all [10, 51].



7.3 Polymorphically Order-Sorted Types


Smolka has developed a framework for logic programming overpolymorphically
 order-sorted types [48]. It is not directly relevant to algebraic speciﬁcations,
 because value operations are always free constructors, and cannot be relate by
 equations. Thus natural numbers with zero and successor can be speciﬁed, but
 not together with the usual predecessor operation. Nevertheless, the treatment
 of sorts is particularly interesting, so let us look at it brieﬂy.


The essential idea is to deﬁne sort constants and operations by equations.


(Then relations on values are deﬁned by declarations of the sorts of their argu-
 ments together with some deﬁnite clauses.) For example, the sort constantnat
 is equated to the union of the sorts zero and pos. The value constant 0 con-
 structs the only value of sortzero. The value operationsucc constructs values
 of sortposfrom values of sortnat. Of course, when a sort is equated to a union
 of two other sorts, the latter are thereby subsorts of the former.


This framework provides support for parametric polymorphism in a way that
is arguably superior to that of order-sorted algebra. The idea is to deﬁne sort
operations in the same way as sort constants, using equations and sort union,
with sort variables that range over all the speciﬁed sorts. For instance, one may



(21)specify a sort operationlist(T), thus providinglist(pos)as a subsort of list(nat),
 as well as paticular sorts of nested lists such as list(list(nat)). Sort operations
 are always monotonic with respect to sort inclusion. See Sect. 9.9 for the
 full speciﬁcation of lists (which is possible only because no value equations are
 required). Notice that the treatment of parametric polymorphism is achieved
 within the ordinary speciﬁcation logic, rather than by using some meta-logic of
 module instantiation.



7.4 Equational Type Logic


Manca, Salibra, and Scollo [28, 29] proposeEquational Type Logic(ETL), which
 is another framework where sorts are treated semantically. Like conventional
 frameworks, it caters for ordinary (conditional) equational algebraic speciﬁca-
 tions of individuals and operations upon them. It resembles classiﬁed algebra in
 the way that individuals can be classiﬁed into sorts, but now (as in Smolka’s ap-
 proach in the preceding section) sorts are values, not predicates, and operations
 on sorts can be speciﬁed. The result is a rather simple, elegant, and expressive
 framework, coping well with partiality and polymorphism. Let’s look at the
 formal details.


Algebras in ETL are calledtype algebras. The signature of a type algebra is an
 unsorted, ranked alphabet of operation symbols. Thus there are no restrictions
 on term formation. A type algebraAis simply a conventional (total) unsorted
 algebra together with an arbitrary binary ‘typing’ relation :A on its carrier.


Axioms in speciﬁcations are simply Horn clauses involving equationst1=t2


and/or sort assignments t1 : t2. Variables in axioms are unsorted, ranging
 over the entire universe of a type algebra. But the eﬀect of sorted variables can
 easily be obtained, using conditions of the formx : t, which only hold when
 the value ofxis an individual of sortt(an abitrary term, not merely a constant
 symbol). Speciﬁcations always have initial models.


Values that are not in the typing relation (on either side) are underdeﬁned,
 and may be viewed as error values. Such an implicit speciﬁcation of errors is
 usually very concise, but errors are not automatically propagated by operations,
 in general—except in initial models, under the assumption that all variables
 are restricted by sort assignments in conditions. Moreover, with implicit error
 speciﬁcation, checking whether an axbitraxy (ground) term denotes an error
 or not is undecidable. Alternatively, one can explicitly classify error values, if
 desired, as in classiﬁed algebras. Automatic restriction of variables to non-error
 values is not available, however; such restrictions are to be speciﬁed explicitly
 by sort assignments in conditions.


Although sort inclusion is not provided as a relation, it can be represented
straightforwardly by specifying a general sort union operation∪and usingx∪
y = y to express that x is a subsort of y. But sorts that happen to have
the same extension are not necessarily equal, so some care is needed. (An
alternative representation of sort inclusion directly as an operation is given in
[46].) In contrast to Smolka’s approach above, and to uniﬁed algebras below,
sort operations are not necessarily monotonic with respect to sort inclusion, so if



(22)one wantslist(pos)to be a subsort oflist(nat), this has to be speciﬁed explicitly.


Thus subsort polymorphism is possible, but not guaranteed.


The functionality of an ordinary operation f that is total on individuals
 of sorts s1, . . . , sn can be expressed by a clause x1 : s1, . . . , xn : sn ⇒
 f(x1, . . . , xn) : s, and overloading is obviously allowed. But note that such
 functionality clauses are not required at all! Parametric polymorphism can be
 speciﬁed, much as in Smolka’s approach. See Sect. 9.10 for an example.


Finally, notice that the typing relation can be used not only to classify indi-
 vidual into sorts, but also sorts into meta-sorts, i.e., kinds. However, it doesn’t
 seem that this feature is neded much in the practical examples of ETL speciﬁ-
 cations seen so far.



7.5 Typed Horn Logic


Poign´e [41] proposes a further framework involving Horn clauses and typing
 relations. Here the primitive formulae are: x : t, asserting that xexists and
 is of typet; t :: k, asserting that t exists and is of ‘order’ (i.e., kind)k; and
 k ! , asserting merely that k in an existing order. No syntactic distinction is
 made between operations on individual, types, and orders. Equality is treated
 existentially, as a partial equivalence relation. Models are based on Scott’s
 theory of partiality. Speciﬁcations resemble those in ETL above; see Sect. 9.11
 for an example.



7.6 Term Declaration Logic


Aczel’s Term Declaration Logic (TDL) [1] appears to be related to ETL and
 Typed Horn Logic. Here, a pre-signature consists of pairwise disjoints sets
 of sort symbols, operation symbols and variables. A signature consists of a
 presignature together with restrictions of its variables to particular sorts and
 declarations. Aformationdeclaration is writtenτ ↓, and asortingdeclaration is
 writtenτ : s, whereτ is asort term andsis a sort symbol. A subsort inclusion
 is declared usings : s, and a functionality is written f(s1, . . . , sn) : s. A
 pre-termtconstructed from variables and operation symbols is deemed to be a
 term whenσt ↓ can be proved using some simple inference rules, where σt is
 the sort term obtained by replacing variables intby the sorts to which they are
 restricted. Similarly,tis of sortsift : scan be proved.


A speciﬁcation consists of a signature together with a set of equations be-
tween terms. Apre-algebra provides a universe of individuals, a subset of it for
each sort symbol, and a partial function on it for each opration symbol. An
algebrais (roughly) a pre-algebra where the domain of deﬁnition of each partial
function corresponds to the argument sorts in some provable functionality for
the function. See Sect. 9.12 for the usual example.
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7.7 Uniﬁed Algebras


Let us conclude our survey of ﬁrst-order frameworks for algebraic speciﬁcation
 with so-calleduniﬁed algebras [36, 34, 35]. I developed this framework for use
 in specifying data for action semantic descriptions of programming languages
 [37], but it might have more general applicability. The starting point was order-
 sorted algebras; the foregoing work of Wadge on classiﬁed algebras provided
 much inspiration, as did Smolka’s work on the semantics of order-sorted Horn
 logic [47]. Unined algebras has much in common with ETL (above), although
 the initial developments of the two approaches were independent.


The signature of a uniﬁed algebra is just a ranked alphabet. The universe of
 a uniﬁed algebraAis a (distributive) lattice with a bottom value, together with
 a distinguished subsetIA ofindividuals. The operations of a uniﬁed algebra are
 required to be monotone (total) functions on the lattice; they arenot required
 to be strict or additive, nor to preserve the property of individuality.


All the values of a uniﬁed algebra may be thought of as sorts, with the
 individual corresponding to singleton sorts. However, the individuals do not
 have to be the atoms of the lattice, just above the bottom: for instance, the
 meet of two individuals is below both of them, but need not be identiﬁed with
 the bottom value. The partial order of the lattice≤represents sort inclusion;


join x ||| y is sort union and meet x & y is sort intersection. Those values
 that do not include any individuals at all, such as the bottom value denote by
 the constant‘nothing’, are vacuous sorts, representing the lack of a result from
 applying an operation to unintended arguments. A special case of a uniﬁed
 algebra is apower algebra, whose universe is a power set, with the singletons as
 individual [35].


The axioms of uniﬁed algebraic speciﬁcations are Horn clauses involving equa-
 tionst1=t2, inclusionst1≤t2, andindividual inclusionst1 : t2. An equation
 holds in a uniﬁed algebraA when the terms have identical value, whether or
 not these values are individuals, proper sorts, or vacuous; an inclusion holds
 when the values of the terms are in the partial order of the sort lattice; and
 an individual inclusiont1 : t2 holds when the value oft1 is not only included
 in that of t2, but also in the distinguished subset of individualsIA. See Sect.


9.13 for an example speciﬁcation. Note that the example exploits some natural
 abbreviations for axioms that correspond to functionalities of (total, partial, or
 unrestricted) operations; the expansions of these formal abbreviation are deﬁned
 in [37].


Uniﬁed algebraic speciﬁcations always have initial models, became they are
 essentially just unsorted Horn clause logic (with equality) speciﬁcations: the
 lattice structure and monotonicity of operations can all be captured by Horn
 claim. One reason for not restricting attention to the power algebras mentioned
 above is that even very simple speciﬁcations fail to have initial models. A similar
 point is made by Smolka [48].


Although it can be shown that uniﬁed algebras provide aliberal institution,
with the dual notion of reduct functor, it is problematic to deﬁne useful con-
straints in such an unsorted framework, because the ordinary reduct functor



(24)only forgets operations—never values. However, by using amore forgetfulreduct
 functor (treating a ground terms as if they were sorts) one can simulate the way
 that many-sorted and order-sorted forgetful functors deal with values, thereby
 providing constraints that have the expected meaning.


The main virtues of unined algebras are, in my own view, as follows:


• It is easy to express conventional (universal) OSA speciﬁcations: func-
 tionalities and subsort inclusions in order-sorted signatures are simply
 expressed as axioms in uniﬁed algebraic speciﬁcations.


• Partial operations are represented semantically by total operations that
 may return vacuous sorts. The undeﬁnedness of a value can be speciﬁed
 by equating it to the constant denoting the bottom value. The bottom
 value is included in every sort, and allows errorindividuals to be avoided.


• The monotonic extension of operations from individuals to proper sorts is
 useful for specifying sort equations, such as nat=0 ||| succ(nat). There
 is no distinction between an individual such as 0 and the sort that in-
 cludes just that individual (which is possible because sorts of sorts are not
 needed).


• Parametric polymorphism and generic data types can be easily speciﬁed,
 using sort restriction operations. For instance, consider a binary operation
 L[of D] which restricts the sort of listsLto those lists whose components
 are of data sortD. Notice that monotonicity giveslist[of 0]≤list[of nat]≤
 list[of int], assumingnat≤int.


• Dependent sorts can be speciﬁed too, for instance using an operation that
 maps each individual natural number to the sort of lists with length at
 most that number. The fact that individuals are a special case of sorts
 avoids some pedantic details.


• Instantiation of generic speciﬁcations can be achieved by specifying sort
 equations as axioms, instead of having to use translation.


Perhaps there are some drawbacks too? Well, sorts are nonextensional, so un-
 speciﬁed values do not automatically get equated with the bottom value: a
 careless speciﬁcation may give rise to a large number of distinct vacuous sorts,
 all representing errors. Although these don’t get in the way at all, they are there.


Sort checking is obviously undecidable in general—as for most systems that al-
lowdependent sorts. Variables that range over all sorts, or over all subsorts
of a speciﬁed sort, easily give rise to inconsistency between obvious-looking ax-
ioms: proper sorts correspond to nondeterministic choices between individuals,
and it is well-known that extra care is needed with specifying nondeterministic
operations. The assumption of monotonicity (useful for deﬁning constraints)
prevents a straightforward extension to higher-order uniﬁed algebras with func-
tion space construction as an ordinary operation. Finally, when a many-sorted
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